# Установка Codeception

## Первый вариант

### Глобальная установка.

Если вы планируете использовать фреймворк Codeception для нескольких проектов, то лучше установить его глобально (не в каталог vendor текущего проекта, а в каталог vendor пользователя, откуда Composer так же подключает пакеты):

composer global require "codeception/codeception=2.0.\*"

composer global require "codeception/specify=\*"

composer global require "codeception/verify=\*"

Исполняемый файл **codecept.bat** при этом автоматически запишется в папку vendor\bin пользователя (для Win), которая должна быть указана в системной переменной **PATH** (как и папка с интерпретатором php) и таким образом вы сможете обращаться к фреймворку только по названию исполняемого файла:

codecept

Если в PATH не указан путь к **bin**, обязательно укажите. Чтобы проверить наберите в консоли:

echo %PATH%

Если планируете использовать кириллические символы (русский) в тестах, то чтобы они выводились корректно в консоли, можно добавить строку

@chcp 65001

в файл codecept.bat находящийся в папке пользователя, например: C:\Users\имя\_вашего\_пользователя\AppData\Roaming\Composer\vendor\bin\codecept.bat

При запуске команды

codecept

Мы должны увидеть приветствие:

Codeception version 2.0.16

### Локально:

Установка в текущий проект осуществляется командой:

composer require "codeception/codeception=2.0.\*"

composer require "codeception/specify=\*"

composer require "codeception/verify=\*"

Запускающий файл будет находиться в папке vendor\bin проекта. Чтобы не набирать для тестирования «vendor\bin\codecept»:  
**1) для Linux** создаем алиас:

alias codecept="./vendor/bin/codecept"

**2) для Win**  
создать в корне проекта файл codecept.bat с содержимым:

@echo off

@setlocal

@chcp 65001

set CODECEPT\_PATH=vendor/bin/

"%CODECEPT\_PATH%codecept.bat" %\*

@endlocal

строкой @chcp 65001 я указал кодировку чтобы кириллические символы отображались корректно.

При запуске команды

codecept

Мы должны увидеть приветствие:

Codeception version 2.0.16

Далее я буду описывать процесс исходя из того, что установлен Windows.  
Теперь для запуска из корня проекта достаточно писать просто

codecept

Если вы не планируете проводить приемочное тестирование, то можете установить базовую версию **Codeception** без загрузки библиотек Webdriver и Guzzle:

composer require codeception/base --dev

Для ознакомления с консольными командами **Codeception** можно воспользоваться справкой:

вывести описание доступных консольных команд

codecept

вывести справку по нужной команде

codecept название команды –h

## Второй вариант

установка приложения локально для проекта

В файле composer.json добавляем

"require": {

"codeception/codeception": "2.0.\*",

}

И запускаем команду

composer update

## Третий вариант

**Phar**

Скачайте phar-архив Codeception с http://codeception.com/thanks

wget http://codeception.com/codecept.phar .

## Установка Selenium

**Первый вариант**

Качаем файл <https://cdn.rawgit.com/ilopX/web-demos/master/demos/console/Codeception-install/run-selenium-server.php>

**Второй вариант**

<http://www.seleniumhq.org/download>

<http://chromedriver.storage.googleapis.com/index.html>

Создать и запустить start-server.bat

java -jar c:\selenimu-server\selenium-server-standalone{version}.jar -Dwebdriver.chrome.driver=c:\selenimu-server\chromedriver.exe

**Третий вариант**

Но чтобы не возиться со скачиванием файла вручную и созданием ярлыка для его запуска лучше просто установим сам сервер и запускающий скрипт через Composer:

composer global require se/selenium-server-standalone

и, если у вас путь к bin уже прописан в PATH, будем запускать в консоли просто по этому же имени:

selenium-server-standalone

## Инициализация окружения для тестирования Codecept

Сodecept bootstrap

эта команда сгенерирует папку с тестами и установит дерево нужных каталогов с файлами.

Выполните следующую команду для генерации структуры каталогов для тестов и вспомогательных файлов:

codecept bootstrap -a Engineer app/tests/codeception

Примечание

Тут же рекомендую ознакомится с руководством http://allframeworks.ru/post/codeception-2-0-alpha.html, которое дает понимание по выбору актера на запрос: "Select an actor. Default: Guy". Вместо Engineer вы вправе указать подходящее для вашего случая имя актера, например: Client, Manager, Admin, ApiClient.

Команда инициализации создаст следующую структуру файлов и каталогов в указанной вами директории.

### Файловая структура

app/tests/codeception Корневой каталог фреймворка

├── codeception.yml Основной файл конфигурации

└── tests Каталог с тестами

├── \_bootstrap.php Общий файл инициализации

├── unit.suite.yml Конфигурация Unit-тестов

├── unit Каталог с Unit-тестами

│ ├── \_bootstrap.php Файл инициализации при запуске Unit-тестов

│ └── CodeEngineer.php Базовый класс с общими методами необходимыми в Unit-тестах

├── functional.suite.yml Конфигурация модулей функциональных тестов

├── functional Каталог с функциональными тестами

│ ├── \_bootstrap.php

│ └── TestEngineer.php

├── acceptance.suite.yml Конфигурация модулей приемочных тестов

├── acceptance Каталог с приемочными тестами

│ ├── \_bootstrap.php Файл инициализации при запуске приемочных тестов

│ ├── WebEngineer.php Базовый класс с кастомными тестовыми методами

│ └── ManageUserCest.php Класс тестирует интерфейс управления пользователями

├── \_data Каталог для файлов, необходимых при тестировании

│ ├── database.dump.sql Дамп БД для восстановления тестового окружения приложения

│ ├── books.csv Вы можете держать здесь любые необходимые для тестов файлы..

│ └── testing.png Например, изображения...

├── \_helpers

│ ├── CodeHelper.php

│ ├── TestHelper.php

│ └── WebHelper.php

└── \_log Логи, отчеты, скриншоты о прохождении тестов

├── report.json

├── report.tap.log

└── ManageUserCest.create.fail.png

#### Настройка.

При инициализации Codeception в корне приложения появится главный конфигурационный файл **codeception.yml**. В нем указаны общие настройки для тестирования и можно дополнительно указать глобальные модули и их параметры, которые нужны для разных типов тестов, например:

modules:

config:

Db:

dsn: ''

user: ''

password: ''

Для каждого типа тестов (приемочные, функциональные, модульные) существует дополнительный, специализированный конфигурационный файл. Например для проведения приемочного тестирования нужно настроить общий конфигурационный файл - **tests\acceptance.suite.yml** указать домен сайта для **PhpBrowser**:

actor: AcceptanceTester

modules:

enabled:

- PhpBrowser:

url: http://test.loc

- \Helper\Acceptance

- Db:

dump: 'tests/\_data/test.sql'

populate: true

cleanup: true

reconnect: true

Так же, в примере данного конфигурационного файла видим подключение модуля Db с дополнительными настройками, основные настройки которого указаны выше в главном конфигурационном файле.  
  
Можно вывести в консоль массив текущей конфигурации (какие указаны настройки, какие можно указать)

codecept config:validate

После внесения правок в конфигурационные файлы нужно выполнить команду:

codecept build

это сгенерирует трейты с методами для тестирования из модулей Codeception которые появится в папке tests\\_support\\_generated.   
При этом в информации, которая будет выведена в консоль после выполнения команды, можно увидеть кол-во добавленных методов и подключенных модулей для каждого типа теста:  
![http://klisl.com/frontend/web/images/posts/codecept_build.jpg](data:image/jpeg;base64,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)  
  
Сам класс конфигурации находится в файле vendor\codeception\codeception\src\Codeception\Configuration.php

В папке tests в файле \_bootstrap.php необходимо написать конфигурацию общую для 3 типов тестов. К примеру

**<?php**defined('YII\_DEBUG') **or** define('YII\_DEBUG', **true**);  
defined('YII\_ENV') **or** define('YII\_ENV', 'test');  
  
**require**(*\_\_DIR\_\_* . '/../vendor/autoload.php');  
**require**(*\_\_DIR\_\_* . '/../vendor/yiisoft/yii2/Yii.php');  
  
Yii::*setAlias*('@tests', dirname(*\_\_DIR\_\_*) . '/tests');

Конфигурация

Codeception имеет глобальный файл конфигурации codeception.yml и отдельный конфигурационный файл для каждого набора тестов. Также поддерживаются конфигурационные файлы .dist. Если у Вас в проекте несколько разработчиков - разместите общие параметры конфигрурации в файле codeception.dist.yml, а индивидуальные настройки каждого разработчика в файле codeception.yml. Тоже самое справедливо и для конфигураций наборов тестов. Например, файл unit.suite.yml будет объединен с файлом unit.suite.dist.yml.

По умолчанию главный файл конфигурации выгляди приблизительно вот так:

paths:

# where the modules stored

tests: tests

# logs and debug

# outputs will be written there

log: tests/\_log

# directory for fixture data

data: tests/\_data

# directory for custom modules (helpers)

helpers: tests/\_helpers

settings:

# name of bootstrap that will be used

# each bootstrap file should be

# inside a suite directory.

bootstrap: \_bootstrap.php

# You can extend the suite class if you need to.

suite\_class: \PHPUnit\_Framework\_TestSuite

# by default it's false on Windows

# use [ANSICON](http://adoxa.110mb.com/ansicon/) to colorize output.

colors: true

# Tests (especially functional) can take a lot of memory

# We set a high limit for them by default.

memory\_limit: 1024M

# If a log should be written.

# Every action in test is logged.

# Logs are kept for 3 days.

log: true

# Global modules configuration.

modules:

config:

Db:

dsn: ''

user: ''

password: ''

dump: tests/\_data/dump.sql

Конфигурация для приемочных (acceptance) тестов acceptance.yml

class\_name: WebGuy

modules:

# enabled modules and helpers

enabled:

- PhpBrowser

- WebHelper

- Db

# local module configuration. Overrides the global.

config:

Db:

dsn:

## Один загрузчик для нескольких приложений

В случае, если проект состоит из нескольких приложений (frontend, admin, api) или вы используете бандлы Symfony2,  
вы можете захотеть, чтобы тесты для всех приложений запускались одним загрузчиком.  
В таком случае вы получите один отчет для всего проекта.

Начиная с версии Codeception 1.6.3 появилась возможность создать meta-config, включающий конфигурационные файлы из разных каталогов.

Поместите codeception.yml в корень проекта, и укажите пути к других codeception.yml конфигам, которые вы хотите подключить.

include:

- frontend

- admin

- api/rest

paths:

log: log

settings:

colors: false

Кроме того, вам следует указать путь к каталогу log, в котором будут храниться отчеты и логи всего проекта.

### Пространства имен

Для того, чтобы избежать конфликтов имен между Guy и Helper классами, они должны быть добавлены в пространства имен.  
Для создания набора тестов с использованием пространств имен, добавьте опцию --namespace к команде bootstrap.

php codecept.phar bootstrap --namespace frontend

Это создаст новый проект с параметром namespace: frontend в файле конфигурации codeception.yml.  
Помощники будут использовать пространство имен frontend\Codeception\Module а классы Guy пространство имен frontend.  
Сгенерированные классы будут выглядеть примерно так:

<?php use frontend\WebGuy;

$I = new WebGuy($scenario);

//...

?>

Codeception имеет утилиты для того, чтобы обновить тесты существующего проекта, добавив в них использование пространств имен. Этого можно добиться выполнив следующую комманду

php codecept.phar refactor:add-namespace frontend

Вы получите guy классы и помощники, а так же cept тесы обновленные для использования с пространствами имен. Запомните, что Cest файлы должны быть обновлены вручную. Коме того опция namespace не изменит пространство имен тестов или Cest классов. Она используется только для Guys классов или классов Помощников.

В то время, когда каждое приложение (бандл) имеет собственное пространство имен и разные классы помощники и guy классы, вы можете выполнить их с помощью одной команды.  
Используйте meta-config который мы создали выше для запуска тестов как вы делаете это обычно.

php codecept.phar run

Это выполнит тесты для всех 3 приложений и сольет отчеты в один. По существу, это может быть довольно удобно, в случае, если вы запускаете тесты на сервере непрерывной интеграции и хотите получить один отчет в формате JUnit или HTML. Отчет о покрытии кода тестами, будет так же объединен в один.

## Bootstrap

Каждый набор тестов имеет свой собственный стартовый (bootstrap) файл.Он расположен в директории, содержащей набор тестов и называется\_bootstrap.php. Этот файл исполняется перед каждым тестом из соответствующего набора. Любые подготовительные операции для набора тестов следует писать именно в этом файле

Изначально нас интересуют эти файлы:

tests

└── codeception

├── acceptance

│ └── \_bootstrap.php

├── functional

│ └── \_bootstrap.php

└── unit

└── \_bootstrap.php

Файлы acceptance/\_bootstrap.php и functional/\_bootstrap.php имеют внутри себя код запуска приложения с соответствующим конфигурационным файлом:

**new** yii\web\Application(**require**(dirname(\_\_DIR\_\_) . '/config/acceptance.php'));

и:

**new** yii\web\Application(**require**(dirname(\_\_DIR\_\_) . '/config/functional.php'));

Внутри же третьего unit/\_bootstrap.php такого кода нет, так как создание и завершение приложения находятся в методах setUp() и tearDown() самого класса yii\codeception\TestCase, от которого будут наследоваться классы наших тестов из папки unit.

В файле codeception/\_bootstrap.php переопределяем путь к базе данных. Для тестов мы можем использовать SQL

Далее рассмотрим именно настройки Codeception:

tests

├── codeception

│ ├── acceptance.suite.yml

│ ├── functional.suite.yml

│ └── unit.suite.yml

└── codeception.yml

В общем файле codeception.yml настроим анализатор покрытия (test coverage) нашего кода. Включаем только папки с кодом и исключаем всё лишнее. Другие секции нас вполне устраивают и мы будем запускать тесты по адресу http://localhost:8080, поэтому всё остальное оставляем как есть:

actor: Tester

coverage:

enabled: true

whitelist:

include:

- ../components/\*

- ../mail/\*

- ../modules/\*

- ../views/\*

exclude:

- ../modules/admin/messages/\*

- ../modules/main/messages/\*

- ../modules/user/messages/\*

blacklist:

include:

- ../assets/\*

- ../config/\*

- ../runtime/\*

- ../environments/\*

- ../messages/\*

- ../vendor/\*

- ../web/\*

- ../tests/\*

paths:

tests: codeception

log: codeception/\_output

data: codeception/\_data

helpers: codeception/\_support

settings:

bootstrap: \_bootstrap.php

suite\_class: \PHPUnit\_Framework\_TestSuite

memory\_limit: 1024M

log: true

colors: true

config:

# the entry script URL (with host info) for functional and acceptance tests

# PLEASE ADJUST IT TO THE ACTUAL ENTRY SCRIPT URL

test\_entry\_url: http://localhost:8080/index-test.php

Файл unit.suite.yml весьма скромен со своей единственной строкой:

class\_name: UnitTester

Оставляем его тоже.

Перед каждым запуском нужно заполнять базу тестовыми данными. Для этих вещей можно подключить и настроить модуль Db для импорта дампа, но фреймворк предоставляет работу с тестовыми данными в виде простых PHP-массивов.

Для модульных и интеграционных тестов расширение yii2-codeception поддерживает фикстуры «из коробки». Другое дело – - функциональные и приёмочные. Для поддержки в них миграций можно пойти путём написания собственного плагина для Codeception. Мы, как и говорили на вебинаре, возьмём готовый [FixtureHelper](https://github.com/yiisoft/yii2-app-advanced/blob/master/tests/codeception/common/_support/FixtureHelper.php) из advanced-приложения, поместим его в папку tests/codeception/\_support и поменяем лишь пути и пространство имён:

namespace tests\codeception\\_support;

*// use tests\codeception\fixtures\UserFixture;*use Codeception\Module;

use yii\test\FixtureTrait;

use yii\test\InitDbFixture;

**class** FixtureHelper **extends** Module{

use FixtureTrait {

loadFixtures **as** **protected**;

fixtures **as** **protected**;

globalFixtures **as** **protected**;

unloadFixtures **as** **protected**;

getFixtures **as** **protected**;

getFixture **as** **protected**;

}

**public** **function** \_beforeSuite($settings = [])

{

$this->loadFixtures();

}

**public** **function** \_afterSuite()

{

$this->unloadFixtures();

}

**public** **function** globalFixtures()

{

**return** [

InitDbFixture::className(),

];

}

**public** **function** fixtures()

{

**return** [

*//'user' => [*

*// 'class' => UserFixture::className(),*

*// 'dataFile' => '@tests/codeception/fixtures/data/user.php',*

*//],*

];

}}

Фикстуру UserFixture мы пока закомментировали. Скоро мы её добавим свою.

Теперь подключим этот модуль для наших функциональных и приёмочных тестов. Откроем functional.suite.yml и добавим его в массив активных модулей:

class\_name: FunctionalTester

modules:

enabled:

- Filesystem

- Yii2

- tests\codeception\\_support\FixtureHelper

config:

Yii2:

configFile: 'codeception/config/functional.php'

Аналогично добавим его в acceptance.suite.yml. Заодно и вместо curl-эмулятора браузера PhpBrowser подключим Facebook WebDriver, предназначенный для работы с Selenium Server, и настроим его на запуск браузера Firefox:

class\_name: AcceptanceTester

modules:

enabled:

- WebDriver

- tests\codeception\\_support\FixtureHelper

config:

WebDriver:

url: http://localhost:8080

browser: firefox

restart: true

window\_size: 1024x768

На этом конфигурирование завершено.

При создании тестов которые взаимодействуют с базой данных, необходимо, чтобы база данных была подготовлена и удалены изменения внесенные предыдущими тестами. Это можно делать вручную или автоматически, что реализуется с помощью **модуля Db**, который так же создает подключение с БД и предоставляет свои методы тестирования данных.   
  
По умолчанию модуль будет пытаться заполнить базу данными из дампа, и очистить ее после выполнения каждого теста. А если точнее, он перезапишет данные в БД из подготовленного для этого дампа. Используется дамп данных в **SQL** формате.  
В настоящее время документация фреймворка для тестирования Codeception немного отстала от разработки самого проекта, поэтому в статье возможны неточности.  
  
Модуль Db работает с любыми базами данных пооддерживающими **PDO**. Он может быть использован с любыми тестами, если они не являются довольно медленными. Загрузка дампа может занять продолжительное время, поэтому для данной цели могут быть использованы и другие подходы.  
  
Для использования модуля Db нужно:

* создать тестовую БД (в примере конфигурации это test.loc);
* заполнить ее данными необходимыми для тестов (если нужно) вручную или используя фикстуры;
* создать дамп этой базы и поместите его в папку tests/\_data (в примере это dump.sql);
* добавить модуль с нужными параметрами в конфигурационный файл.

Т.к. соединение модуля с базой данных может понадобиться для разных типов тестов, можно указать настройки соединения в основном конфигурационном файле **codeception.yml**:

modules:

config:

Db:

dsn: 'mysql:host=localhost;dbname=test'

user: 'root'

password: ''

а подключить сам модуль Db с указанием более специфичных настроек в конфигурационном файле соответствующего типа тестов, например в **tests/acceptance.suite.yml** (будем создавать приемочные тесты):

modules:

enabled:

- PhpBrowser:

url: http://test.loc

- \Helper\Acceptance

- Db:

dump: 'tests/\_data/test.sql'

populate: true

cleanup: true

reconnect: true

тут:  
- populate - следует ли загружать дамп перед запуском набора тестов  
- cleanup – восстанавливать ли БД из дампа перед каждым тестом  
- reconnect - должен ли модуль повторно подключаться к базе данных перед каждым тестированием  
  
Еще примеры настройки и использования данного модуля можно посмотреть в файле vendor\codeception\codeception\docs\modules\Db.md

##### Методы модуля Db.

Есть ряд методов которые можно использовать для тестирования при использовании модуля Db:  
`seeInDatabase`,` dontSeeInDatabase`, `seeNumRecords`,` grabFromDatabase` и `grabNumRecords`   
они принимают массивы в качестве критериев выборки. Условие WHERE генерируется с использованием ключа элемента в качестве имени поля и значение позиции в качестве значения поля.  
  
Пример:

$I->seeInDatabase ('users', array ('name' => 'Davert', 'email' => 'davert@mail.com'));

будет генерировать:

SELECT COUNT (\*) FROM `users` WHERE` name` = 'Davert' AND `email` = 'davert@mail.com'

Метод **grabColumnFromDatabase()** выбирает все значения из столбца в базе данных. Нужно указать имя таблицы, нужный столбец и критерии:

$mails = $I->grabColumnFromDatabase ('users', 'email', array ('name' => 'RebOOter'));

Метод **haveInDatabase()** добавляет запись в БД:

$I->haveInDatabase('users', array('name' => 'miles', 'email' => 'miles@davis.com'));

Метод **updateInDatabase()** обновляет запись в базе данных:

$I->updateInDatabase ('users', array ('isAdmin' => true), array ('email' => 'miles@davis.com'));

Примеры использования методов см. в файле vendor\codeception\codeception\docs\modules\Db.md  
  
  
Модуль Db содержит несколько публичных свойств, которые могут понадобиться для создания соединения с базой данных в своих тестах:

* dbh (содержит соединение PDO);
* driver (содержит драйвер подключения)

Получить доступ к этим свойствам можно из помошников, а уже к свойствам и методам помошников есть доступ непосредственно в тесте.  
  
Для ускорение выполнения тестов взаимодействующих с БД рекомендуется использование базы данных **SQLite**.

#### Фикстуры.

По фикстурам в Codeception (без использования интеграции с фреймворками) пока обновленной информации совсем мало. Та, что есть в официальной документации, устарела. Поэтому опишу свое видение и в будущем, возможно, откорректирую.  
  
Для хранения фикстур используется класс **Fixtures** который представляет из себя хранилище данных. Сначала мы сохраняем туда нужные данные (массивы фикстур), а далее можем получить в любом нужном классе. Для удобства создан статический интерфейс методов класса Fixtures, т.е. не нужно получать объект.  
  
Методы класса Fixtures можно посмотреть в файле vendor\codeception\codeception\src\Codeception\Util\Fixtures.php  
Основные:

Fixtures::add('users', ['name' => 'Ivan']); //сохраняем

Fixtures::exists('users'); //проверяем наличие в хранилище

Fixtures::get('users'); //получаем

Согласно текущей документации, фикстуры должны быть заданы в **bootstrap** файле, т.е. единожды и до начала тестирования.   
  
Перед использованием фикстур нужно создать тестовую базу данных. Это делается вручную или используя модуль Db (перезагрузкой дампа).   
Обычно создается чистая тестовая база данных со структурой нужных таблиц, заполнение которых уже происходит с помощью фикстур.  
  
Вы можете использовать в классах **Cest** метод **\_before()** для загрузки фикстур перед началом теста (каждого метода). Метод **\_after** позволяет очистить БД между выполнением тестирующих методов одного класса. Удалять внесенные тестами данные после выполнения каждого теста можно и с помощью модуля Db, если в настройках модуля указать дамп и параметр cleanup: true

dump: 'tests/\_data/test.sql'

cleanup: true

Если быть точным, то данный механиз просто перезапишет базу данных из дампа. И так перед каждым тесто, что занимает сравнительно много времени. Поэтому в моем примере я не буду это использовать.  
  
Но подключить модуль Db для соединения с базой данных нужно в любом случае. Например так в файле **tests\acceptance.suite.yml**:

modules:

enabled:

- Db:

dsn: 'mysql:host=localhost;dbname=test'

user: 'root'

password: ''

В качестве примера создам приемочный тест, работающий с все той же таблицей users.   
  
Для хранения фикстур создаем папку **\_fixtures** в каталоге test. В ней создаем файл фикстур users.php который будет содержать данные для добавления в таблицу users:

<?php

return [

[

'name' => 'testName1',

'email' => 'testName1@gmail.com',

],

[

'name' => 'testName2',

'email' => 'testName2@gmail.com',

]

];

Для удобства воспользуемся файлом предзагрузки **tests\\_bootstrap.php**, создаем если его нет. Определяем константу которая будет содержать путь к папке с фикстурами:

<?php

define("FIXTURES\_DIR", \_\_DIR\_\_ . '/\_fixtures/');

Данная константа может понадобиться для различных типов тестов.  
  
Теперь создаем, файл предзагрузки для приемочных тестов **\_bootstrap.php** в папке **tests\acceptance** с содержимым:

<?php

use Codeception\Util\Fixtures;

/\*

\* Используем класс Fixtures для хранения фикстур

\* FIXTURES\_DIR - константа заданная в главном файле \_bootstrap

\*/

Fixtures::add('users', require(FIXTURES\_DIR . 'users.php'));

Данный код можно указать и в основном файле предзагрузки, созданном выше, если вы планируете использовать указанные фикстуры и для других типов тестов (функциональных и модульных).  
Теперь до начала тестирования у нас будет подключен файл фикстур и сохранен в глобальное хранилище фикстур которое предоставляет класс Fixtures.   
  
Создаем приемочный тест для демонстрации работы с фикстурами:

codecept generate:cest acceptance UserInDb

Добавляем содержимое:

<?php

use Codeception\Util\Fixtures;

class UserInDbCest

{

public function \_before(AcceptanceTester $I)

{

if(Fixtures::exists('users')){

/\*

\* Добавляем строки в таблицу 'users'

\*/

foreach (Fixtures::get('users') as $item) {

$I->haveInDatabase('users', $item);

}

}

}

public function \_after(AcceptanceTester $I)

{

}

public function checkUserInDb(AcceptanceTester $I)

{

$I->wantTo('Проверяем наличие данных в таблице users');

$I->seeInDatabase ('users', array ('name' => 'testName1', 'email' => 'testName1@gmail.com'));

}

}

После запуска этого теста:

codecept run acceptance UserInDbCest

должны получить уведомление об успешном его прохождении. Значит фикстуры отработали.  
  
В данном примере я использовал метод **\_before()** для заполнения таблицы фикстурами (нужными для тестирования данными). Напомню, что данный метод выполняется автоматически перед каждым тестовым методом.   
Строкой

if(Fixtures::exists('users'))

проверяем наличие нужной фикстуры в хранилище по ее ключу. Получаем данные с помощью

Fixtures::get('users')

и далее добавляем массив данных в БД используя метод haveInDatabase():

$I->haveInDatabase('users', $item);

Т.к. массив содержит вложенные массивы каждый из которых представляет собой отдельный набор для добавления в таблицу (отдельная строка) используется цикл.  
  
Видно, что я не использовал метод **\_after()** для очистки таблицы между тестами. Это не потребовалось т.к. я использовал метод **haveInDatabase()** для заполнения данными, а данный метод автоматически удаляет внесенные данные сразу после теста.

##### Быстрая очистка таблицы.

Использование способа очистки таблицы перезаписью дампа база данных довольно долгий способ. Можно воспользоваться методом **load()** класса Codeception\Lib\Driver\Db который позволяет выполнить произвольный запрос к БД.  
В файле нужного помощника (tests\\_support\Helper):

public function clearTable($table){

$db = $this->getModule('Db')->driver;

$db->load(["TRUNCATE TABLE `$table`"]);

}

В нужном тесте:

$I->clearTable('название таблицы');

эту строку можно разместить как только в нужном методе так и в методах **\_before()** или **\_after()**.